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1. Introduction
The interoperable retrieval of engineering data is crucial to the implementation of Industrie 4.0. To this end, it is imperative that the requirements for interoperability are specified for both the contents and the data that are transferred and for the formats and protocols. Interoperability also includes the security measures with which confidentiality, integrity and availability are implemented in accordance with the requirements of the application scenario.

1.1 Content and aim of this discussion paper

The present document addresses the considerations outlined in the discussion paper “Secure Retrieval of CAE Data” (1) and develops the considerations relating to their transfer further in technical terms. Communication protocols (HTTPS/REST), identity management and authentication in particular are discussed, taking OpenID Connect as an example. The formats and content of the data are discussed elsewhere in other documents, primarily in the series entitled “Details of the Asset Administration Shell” (2). In this discussion paper a solution concept is presented which provides for the fully automated retrieval of engineering data, including authentication and authorisation management based on the further development of existing standards, the ultimate aim being to bring about the further development of appropriate standards.

The technical depth of this document is sufficient to set up demonstrators for the described application scenario.

This document is aimed at the technically versed reader.
2. Application scenario
The document entitled “Details of the Asset Administration Shell” (2) discusses the transfer of data between the stakeholders involved.

2. Application Scenario

The instance data are then valid for individual examples of the products used or the machines or facilities assembled from them and can contain quality or calibration data, for example, to support the overall solution.

2.1 Overview

Figure 1 shows the steps involved in transferring the type and instance data along the value chain from the supplier via the integrator to the operator. The individual type data are used to develop the automated solution and are needed when the engineering process begins, before the machine or production facility is actually set up.

2.2 Transfer of engineering data

Figure 2 shows an example of the transfer of engineering data from a manufacturer to an integrator. In this process, the type data are obtained from the manufacturer’s systems, transferred to the integrator and then loaded into its systems.
Figure 3 shows the specific task considered in this discussion paper, in which the transfer takes place as an online operation. The integrator has a requirement for type information and establishes an online connection to the manufacturer (supplier). It is assumed in this case that an HTTPS connection is used, which is now standard technology for Internet traffic.

The manufacturer checks the identity of the requesting partner and, based on his authorisation concept, prepares the serialised type data in the form of a file for transfer. The authenticity of the file is verified by the requesting partner and then the data are loaded into the integrator’s systems and are available for use.

Figure 3: Steps in the transfer process

Source: Plattform Industrie 4.0
3. Assumptions and requirements
A fundamental analysis of the transfer process has already been made in the discussion paper entitled “Secure Retrieval of CAE Data” (1) and this is now referred to in the following chapters – see also Figure 4, which shows the retrieval of data from one of the integrator’s workstations, with the information sources being the systems located at the component manufacturer’s facilities. The type data to be obtained can include everything that is required for the product description and its use in engineering. This can, for example, be technical data or 3D models, but also software and firmware that could be required for simulation purposes or communication with the product (driver).

**Figure 4: Implementation of the secure download of type information**
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PAP = Policy Administration Point  
PIP = Policy Information Point

**Subject/employee:**  
- Company  
- Name  
- Function, qualifications

**Object/type data:**  
- Kind (motor, control unit)  
- Part number  
- Parameters (Nominal current, rated speed etc.)

**Operation:**  
- Copy

*Source: Plattform Industrie 4.0*
For discussion purposes, it is assumed, as is the case in “Secure Retrieval of CAE Data” (1), that the authenticity of the data in AASX format has been verified in accordance with the “Open Packaging Convention” (3) standard used and does not need to be considered in more detail. The further processing and security of the data in the receiving system are also outside the scope of this discussion.

The solution presented in this paper implements a security approach that extends from one application layer (CAE software on the workstation) to another application layer (systems at the component manufacturer’s facility).

For practical applications, it is important to take into account the real-life operating conditions that occur in cross-company use. Figure 4 shows the various security domains involved. Security gateways are typically installed at the boundaries of the security domains, which act as firewalls or (TLS) proxies. A uniform user management system between both domains cannot initially be assumed.

3.1 Requirements

Modern design principles ensure that tasks are divided into separate services to provide independent development and maintenance: Service Oriented Architecture (SOA). One such arrangement is to implement the security approach with the aid of microservices that interact with each other. A solution concept must provide for a corresponding architecture regardless of the actual implementation.

In the following sections, the relevant services are described from the point of view of the documents currently being developed and revised for the “Details of the Administration Shell” (2).

3.1.1 Provisioning of the requested data

For the provisioning of engineering data scenario, it can be assumed that a component manufacturer has a portfolio of products and insofar wants to provide more than just the data for a single product. The download server will therefore provide quite a large range of products, but not everyone will be given unlimited access to it. For the provisioning of data on individual product instances, it will also be necessary to consider the fact that access will be limited. On the download server, described in general terms in the following as a resource server, an access control system will have to be implemented.

3.1.2 Authorisation

The Administration Shell model, as described in “Details of the Asset Administration Shell” (2) and “Access control for Industrie 4.0” (4) supports a separate access rights model for each Administration Shell. Authorisation is granted in accordance with the Attribute Based Access Control (ABAC) model and, in order to decide on access rights, it requires information (attributes) on the subject requesting access, the desired action and the object to be accessed. Information on the subject is verified and confirmed during the authentication process.

3.1.3 Authentication

Authentication provides the attributes that describe the requesting partner (subject) required by the authorisation process for the decision. Attributes may originate from a user management system at the component manufacturer’s facility or be transferred by the requester. The authentication server vouches for the correctness of the attributes, not however for their interpretation in access control in the resource server.

3.1.4 Scalability

For discussion purposes, it has been assumed that the download service is designed to be scalable, i.e. data are to be supplied in large quantities and at high frequencies. This provides the basis for determining the demands placed on the architecture and how the required services are to be distributed.

Another aspect of scalability is cross-company collaboration, where, for example, the use of filtering proxies must be taken into account. It can be assumed that consumers (human users or software applications and systems) from a large number of different companies will retrieve the data. This means that the individual consumers will also have to be identified and access rights assigned to them based on specific characteristics (attributes). As far as the scalability of the download service is concerned, the management of attributes should not have to be carried out by the company supplying the data.
4. Outline solution/discussion
In the following outline solution, an example of an approach is presented, which meets the requirements described above. The proposed technologies, interfaces and services are intended to demonstrate the feasibility of the approach and should be regarded only as examples. In an actual implementation, the various services could be distributed as proposed or implemented jointly and use other internal interfaces.

The outline solution is also intended to separate the application logic (in this case: the REST-API being analysed) and the embedding of the authentication information in the communication in such a way that both elements can be expanded and further developed independently of each other. In the web services environment being analysed, the required resources are available, since authentication can be carried out using the http headers, while the URI and the “body” are used for the user data.

4.1 HTTPS/REST communication protocols

As already described in the discussion paper entitled “Secure Retrieval of CAE Data” (1), use of the HTTP(S) protocol is also most likely to be applicable in a cross-company context. Having said that, it should be taken into account that the communication at company boundaries will be filtered using TLS proxies and the HTTPS protocol will subsequently lose its ability to use client certificates for authentication purposes. This is due to the fact that mutual authentication in the protocol is designed specifically to prevent man-in-the-middle (MitM) attacks and to protect the integrity and confidentiality of data between the two endpoints. An inspecting TLS proxy, on the other hand, must break confidentiality in order to do its job. Even so, using HTTPS makes it possible to protect the communication from eavesdropping and manipulation outside the security domains of the companies involved, since TLS connections are re-established by the corresponding proxies and the communication outside the company boundaries will once again be protected. This expressly includes the logon data and tokens used for authentication and authorization purposes.

As a result of their simple structure and clear models, interfaces for automated communications (web services) are often implemented using REST (REpresentational State Transfer), which uses the http elements GET, POST, PUT and DELETE. REST is proxy friendly. A REST interface for Administration Shells is described in part 2 of “Details of the Asset Administration Shell”. It permits access to single data elements, which can be either endpoints, submodels or entire Administration Shells.

To ensure that the proxies commonly used in corporate IT accept the communication connection to the REST interface described above, for example, the server certificates must be issued by a Certification Authority (CA) that is installed on the proxy as trustworthy. In typical business operations, these will be CAs from the web environment.

4.1.1 Handshake between the parties

Whether the access rights to the information provisioned by the server are sufficient for access is decided by the access control system. According to the concepts provided in the document entitled "Access control for Industrie 4.0" (4), different decisions can be taken for each Administration Shell. For the protocol, therefore, it is necessary to ensure that the client can be provided with qualified feedback. This feedback could, for example, be “For logged-in users only” or “For manufacturer X’s CAE systems only”, so that the client can update its login accordingly. To what extent the server is to provide this qualified feedback or to reject the request without offering any further information to ensure that a potential attacker is given no information is to be determined on the basis of the security policy.

4.2 Identity management using OpenID Connect

Identity management is an issue that is dealt with intensively in the web environment. On a technical level, the transfer of information using JSON Web Tokens (JWT) is an established procedure that can be managed in a more compact way than with XML techniques. JSON Web Tokens are frequently used in HTML metadata, as Bearer Tokens, for example. In the context of this document, JSON Web Token refers not only to the basic technology in accordance with industry standard RFC 7519 “JSON Web Token (JWT)”, but also to the entire technology family, including RFC 7515 “JSON Web Signature (JWS)” and RFC 7517 “JSON Web Key (JWK)” (5).

A key concept is the “OpenAuth2.0 authorization framework” in accordance with RFC 8252, which introduces the interaction between a client (e.g. an application), a “resource owner” (approver) and the resources by introducing an “authorization server”, see Figure 5. By using this concept, the “resource server” can be relieved of the task of user management and is able to transfer this task to a dedicated service.
Key elements of OAuth2 communications make use of the JSON Web techniques mentioned above. For this to take place, a trust relationship must be established between the resource server and the authorization server. From a technical viewpoint, a digital signature in the JSON Web Signature (JWS) format at the bottom of the access token that was issued is sufficient for this purpose.

A limitation of the OAuth2 concept is the fact that the authorization server not only performs the authentication as discussed in the requirements, but also assigns rights in the “access token”. This, however, contradicts the concepts of “Access control for Industrie 4.0” (4).

This restriction has been removed in the OpenID Connect framework, see Figure 6, The OpenID Connect framework, technically speaking, is based on OAuth2, but separates authentication and authorisation. Instead of assigning rights in the “access token”, additional “identity tokens” are introduced, which are used directly by the client or alternatively can be exchanged directly between the resource server and the authentication server, for example, to reduce the bandwidth requirement, see Figure 7. The identity tokens contain attributes called “claims” about the user, whereby the claims described in the specification correspond to the application for private users and contain name, address and date of birth, for example, but do not include attributes of interest to Industrie 4.0, such as affiliation to an organization or qualifications. The specification does, however, allow a domain-specific extension to be installed that could be used to describe attributes of relevance to Industrie 4.0. Proposals for such additional attributes, however, are not included in this document.
Responsibility for the correct authentication of the client and/or other parties involved and the provisioning of the claims lies with the authentication server.
4. OUTLINE SOLUTION/DISCUSSION

4.2.1 Authorisation using ABAC

Based on the claims in the ID Token, authorisation for access to the data of the Administration Shells can be performed as described in “Access Control for Industrie 4.0” (4) and the document “Details of the Asset Administration Shell, Part 1” (2). The implementation of access control is performed in the resource server, which has to evaluate the transferred attributes. As a result of using the claims provisioned by the authentication server, the implementation is completely decoupled from the type of authentication and can be further developed independently.

4.2.2 Authentication using secure, cryptographic methods

Most of the authentication models used on the web target the human user and, therefore, generally offer the use of passwords. The associated risks have already been discussed in sufficient detail elsewhere. Solution concepts available on the web are based, for example, on two-factor authentication (2FA), in which, in addition to the normal login, a code that is valid for a short time only is sent by SMS, e-mail or any other application that can send text1, or on the use of cryptographic keys. Typically, the cryptographic keys are coupled with certificates that are used to establish the secure connection, e.g. in the TLS handshake for mutual authentication. In the case of connections via inspecting TLS proxies, however, it is not possible to establish such a connection.

The use of cryptographic keys for authentication in web applications is described in the W3C’s WebAuthn standard (6). The method is designed to be used in web browsers and for the use of cryptographic keys (without certificates and thus without providing information on the user’s identity) for a centralised user management system and is thus not really suitable for the present application.

The use of WebAuthn for authentication in the OpenID Connect framework is analysed in various papers, including a draft proposal for an extension of OpenID Connect (7). A significant feature of WebAuthn is that it supports attestation of a secure key store.

4.2.3 Mutual agreement on trust anchors

The use of electronic, digital certificates depends on mutual agreement and trust in the underlying Public Key Infrastructures (PKI). In the present application scenario, the requesting party is required to authenticate itself with X.509 certificates. Accordingly, the certificates of the issuing CAs must be recognised and stored as trustworthy on the authentication server. Accredited public CAs with known security qualities could be considered as certificate issuers. Companies do not usually use certificates from public CAs for the authentication of their employees and computers, however, but prefer to use certificates from company owned CAs – there are also cost reasons for doing this.

For the present application scenario, therefore, an upstream process in which the relevant trust anchors are exchanged is included to enable them to be referred to during day-to-day business operations.

4.2.3.1 Assessment of the trust in the foreign root CAs

For the assessment of trustworthiness, manual processes are currently in place that are initiated when the business relationship is established. The actual assessment is carried out by referring to the policies of the CA, which are described in documents such as the Certification Practice Statement (CPS). Document ETSI TS 102 042 entitled “Electronic Signatures and Infrastructures (ESI); Policy requirements for certification authorities issuing public key certificates”, for example, describes fundamental policies that may be used as a reference. The European Bridge CA2, which is organised by TeleTrusT, also describes a common minimum security standard. As a result of the eIDAS Regulation “Electronic Identification, Authentication and trust Services”3, a legal framework has been established within the European Union for the mutual recognition of trust service providers for the creation of digital signatures and seals. The document entitled ‘Trust infrastructures in the context of Industrie 4.0’ (8) describes ways of using eIDAS as a common trust anchor. The document entitled “IIOT Value Chain Security – The Role of Trustworthiness” (9), which was prepared by Plattform

---

1 Other methods result from the availability of special (“authenticator”) apps, for example, which act as independent channels on mobile devices.
2 https://www.ebca.de
Industrie 4.0 in collaboration with the Robot Revolution Initiative, describes a model in which the establishment of a business relationship would be based on a trustworthy exchange of security requirements and proofs, see Figure 8. The provisioning of trust anchors could also be integrated into this process.

4.2.3.2 Secure provisioning of CA certificates

If the parties agree on the security policies, then the trust anchors can be exchanged. More than one CA certificate can also be used for each of the partners. This is necessary because several certificates must be supported simultaneously at the time of a rollover, for example. It can also happen that different CAs are used for different areas of application, such as employees and systems in the same company, or for products. To ensure that the trust anchors themselves are authentic, they could be confirmed by the provisioning company by authenticating them with a seal that has been issued to the company. A basis for mutual trust in the case of such seals, for example, would be the trust infrastructure meeting the requirements of the eIDAS Regulation.

**Figure 8: Trustworthiness exchange model based on (9)**

![Figure 8: Trustworthiness exchange model based on (9)](source: Plattform Industrie 4.0)
5. Token-based authentication
OpenID Connect provides no guidelines whatsoever as to which authentication method is to be used on the authentication server. Instead, OpenID Connect describes how the information on the requesting party is provisioned by the authentication server of the trusting instance, in this case the resource server. The authentication itself, among other things, makes use of the mechanisms specified for OAuth2. Examples and presentations normally originate in a central user database on the authentication server.

A central user database of this kind, however, is not flexible enough to be used in the scalable environment of Industrie 4.0. The present models are therefore to be extended in such a way that they allow digital certificates to be used, supplemented as and when necessary by additional attributes, e.g. attribute certificates.

The following discussion focuses on the authentication step in the process, see Figure 9.

### 5.1 Use of certificates for mutual authentication in TLS

“OAuth 2.0 Mutual TLS Client Authentication and Certificate-Bound Access Tokens” (RFC 8705) uses TLS connections that are not interrupted by an inspecting TLS proxy, see Figure 10. In the context of the TLS protocol, “client certificate” refers to the digital certificate of the requesting party. In OpenID Connect terminology, this would not be the client (requesting application), however, but the resource owner. It is very frequently the case that client certificates are provided by the client application. The underlying use of client certificates is specified in the TLS protocol (RFC 8446 for TLS 1.3). If the server would like to receive client certificates, it sends a “certificate request” message to the client. The server can transmit a list of acceptable issuers of client certificates in the optional “Certificate Authorities” structure. The client can now select a client certificate from the certificates made available to it and, if necessary, transmit it to the server with its certificate chain. In the context of a human user, the end-user (resource owner) would be shown a list of applicable certificates to choose from by the web browser. In an automated procedure, the application must choose the appropriate certificate. The server can now decide whether to accept the client certificate for login and then either continue establishing the connection or cancel as the case may be. The reliability of the process tends to decline if no list of acceptable issuers (trust store) is sent or is otherwise defective.

In the event that client certificates are used, authentication takes place as shown in Step 2 in Figure 9 in the TLS handshake of the HTTPS protocol, see Figure 10.
It should be noted that mutual authentication with certificates in this case takes place between the client and the authentication server. For the actual data exchange with the resource server, the authentication of the server takes place in a separate TLS connection between client and resource server.

5.2 Use of tokens for authentication using cryptographic keys

To be able to perform the appropriate authentication with cryptographic keys, even if the TLS connection is interrupted by an inspecting TLS proxy, the authentication must be transferred from TLS layer to the application layer. For this purpose, OpenID Connect/OAuth2 use JSON Web Tokens (JWT, RFC 7519) with the appropriate extensions, such as JSON Web Signature (JWS, RFC 7515).

5.2.1 Cryptographically secure authentication using the private_key_jwt method

Figure 11 shows how the authentication of a client application specified in OpenID Connect Core works using the private_key_jwt method. The client application signs the data contained in the token with the present private key; the server can now verify the authenticity of the requestor by checking the signature against the public key of the requesting party.

For this verification procedure, the server must have access to the public key of the requesting party. This is of no benefit in the present context, however, since

- the public keys must be managed on the server (which requesting party is concealed behind the key?)
- the public keys must be made accessible to the server in a secure procedure
- when the keys are renewed, the information must be made known to the server again in a secure manner.

The problems mentioned above can be solved using the concept of the public key infrastructure (PKI), in which the public key is embedded in a certificate together with attributes describing the identity so that the key and the identity are bound together (identity management). The certificate is authenticated using a digital signature from a trusted authority (key management). These benefits would be applicable when direct TLS authentication is used, as described in Section 5.1.
5.2.2 Proposed private_key_certchain_jwt method

To be able to enjoy the benefits of PKI also when using JSON Web Tokens, a new method "private_key_certchain_jwt" is now proposed. Figure 12 shows this concept, which is an extension of private_key_jwt by adding a certificate chain. In addition to the data to be transferred, the client certificate is transferred together with the supplementary certificate chain in the JSON Web Token. As described in RFC 7515 (JSON Web Signature), the "x5c" data structure is used for the certificate and chain. The server can now verify the client certificate against its list of acceptable issuers and perform further authentication based on the attributes in the certificate. An example of such an implementation is described in Chapter 11.
The implementation of additional security requirements, such as protection against replay attacks, is equivalent to using the “private_key_jwt” method. In this case, it would be helpful to determine whether the necessary security measures have already been taken into account.

The trustworthiness of the claims is based on the trust placed in the verification of the signature and the certificate chain. In this respect, the processes required for the acceptance and updating of the root CA certificates are an important part of the security concept. Furthermore, the security provided by the private key for the signature of the token request is a basic principle of its trustworthiness. In this respect, confirmation that the private key is protected by a security element should be supported by the process chain, for example by attestation or attributes in the certificates. The secure storage of keys could be shown as a claim in the ID token.
6. Example of the structure of a download session
For the concept proposed above, a demonstrator was implemented, as shown in Figure 13, based on the AASX Explorer (10). For this purpose, an OpenID Connect server that had been made available as an open source was upgraded to an authentication server by adding the proposed “private_key_certchain_jwt” method, which was correspondingly implemented in the AASX Explorer. As a resource server, the AASX server must trust the authentication server and evaluate the tokens issued following authentication with the corresponding attributes (claims). The attributes are then used for access control in accordance with ABAC rules as described in “Details of the Asset Administration Shell” (2).

6.1 Handshake for automatic access

If, at the time the connection is established, the endpoints and the required attributes are known, because they were defined beforehand, then the desired data can be retrieved, as described in Figure 13. It is much more likely, however, that, although the endpoint for accessing the data is known on the resource server, the endpoint for authentication will be negotiated at runtime, since it is not linked to the actual application.

In the context of the Security Assertion Markup Language 2.0 (SAML 2.0), appropriate mechanisms are available to implement a corresponding interaction, see Figure 14. Its transferability to OpenID Connect needs to be examined. The user agent in this case would have be able to handle the redirect messages used.
The following sections discuss how generic HTTP mechanisms can be used to enable REST to make use of the widest possible range of libraries via HTTP.

### 6.1.1 Reference to the authentication server

In the case of web services, especially for human users, it is common practice to refer to authentication servers before accessing non-public resources. There is a weakness here in the HTTP protocol, since it offers no redirect functionality for authentication purposes. According to the standard, the “401 Authentication Required” response cannot be combined with a “Location” header because the HTTP standard itself originally only provided for “Basic Authentication”. For redirects, class “300” response status codes are included in the HTTP protocol. For the purpose intended here, where reference to the authentication server is for authentication purposes only, the use of a corresponding extension of the HTTP standard would be the correct response. When a redirect response is returned, both the URL of the authentication server and the information required for authentication and the redirect, are sent in the “Location” header.

An example of a Location header could look as follows:

```
Location: https://auth.server/authenticate?some_info=info&redirect_uri=https://resource.server/resource&some_more_info=more
```

Information is returned to the client on how to reach the authentication server, while the URI also contains all the information required for the authentication server.

### 6.1.2 Client response

The client must now respond to the redirect in the appropriate way. To access the authentication server, the client must put the request that had been planned earlier on hold and access the authentication server. Since all the information was sent in the location header, the authentication server receives the additional information it requires to negotiate all attributes/properties (claims) with the client.

After authentication has been successfully completed, the client accepts the JSON Web Token (access token) provided by the authentication server as a bearer token for subsequent access to the resource server.

---


6.1.3 Authentication server response
The authentication server receives the additional information required for the handshake to succeed via the URI. This could be the set of provisioned attributes (claims), for example, that are necessary to access the desired resource. If this information is not available or is not supported by the implementation of the authentication server, the authentication server returns the standard attributes that are available.

The authentication server has the option of being able to decide not to provide the client with the ID token, but to provide the ID token to the resource server only via the ID token endpoint. This could reduce the required bandwidth, for example, or prevent the client from seeing which claims are provisioned for the resource server.

6.1.4 Resource server response
Once authentication has been successfully completed, the client accesses the resource server with the bearer token it has received. Access control in the resource server is based on the claims contained in the ID token and authenticated by the authentication server. If necessary, the resource server must obtain the ID token from the corresponding ID token endpoint of the authentication server.

6.1.5 Demonstrator
Chapter 11 describes the technical details of the implemented demonstrator. With the elements described in the solution concept, the intention is that it serve as a basis for discussion for the further development of the concept and the standards affected, in addition to leading to the implementation of solutions for productive use.
7. Summary and outlook
This present discussion paper describes a concept for a secure download service that takes into account the requirements of Industrie 4.0. Communication takes place online and on a cross-company basis. For scalability and security reasons, the concept of cryptographic keys and certificates is used. At the same time, the requirements are met for secure company processes, for which it is necessary to have control over incoming and outgoing communications and result in the use of inspecting proxies at company boundaries. This has resulted in authentication being shifted to the application layer and implemented by means of JSON Web Tokens. Wherever possible, industry standards such as OAuth2 and OpenID Connect are used. When client certificates are to be used, a new authentication method known as “private_key_certchain_jwt” has been proposed and is being tested in demonstrators. The concepts presented in this paper are based on the application scenario of downloading engineering data in that IT technologies such as HTTPS and REST are a prerequisite and the aim is upward scalability. Nevertheless, the concepts are not limited to this particular application scenario.

Based on the conclusions drawn from this discussion paper and the demonstrators, we recommend that in-depth development and standardisation should take place. To this end, the OpenID Foundation should be contacted with regard to technical standardisation. The proposed concepts can only be successfully applied if they receive widespread support from the providers of the relevant technologies and are accepted by the users.
## 8. Glossary

<table>
<thead>
<tr>
<th>Term</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>ABAC</strong></td>
<td>Attribute Based Access Control</td>
</tr>
<tr>
<td><strong>Authentication</strong></td>
<td>Refers to proof or verification of authenticity</td>
</tr>
<tr>
<td><strong>Authentication server</strong></td>
<td>Dedicated service/endpoint for authentication</td>
</tr>
<tr>
<td><strong>Authorisation</strong></td>
<td>Issue of access permission based on authentication</td>
</tr>
<tr>
<td><strong>Bearer Token</strong></td>
<td>Its contents are trusted without further verification.</td>
</tr>
<tr>
<td><strong>CAE</strong></td>
<td>Computer Aided Engineering</td>
</tr>
<tr>
<td><strong>Claim</strong></td>
<td>Identity attribute, e.g. name, address, ...</td>
</tr>
<tr>
<td><strong>Client/Client Application</strong></td>
<td>Requesting application</td>
</tr>
<tr>
<td><strong>HTTPS</strong></td>
<td>Hypertext Transfer Protocol (S: secured via TLS)</td>
</tr>
<tr>
<td><strong>Identity Provider</strong></td>
<td>Service that verifies user identities and supplies ID information</td>
</tr>
<tr>
<td><strong>ID Token</strong></td>
<td>Token with attributes that describe the identity of the subject</td>
</tr>
<tr>
<td><strong>JWT, JWS</strong></td>
<td>JSON Web Token (RFC 7519), JSON Web Signature (RFC 7515)</td>
</tr>
<tr>
<td><strong>OAUTH2</strong></td>
<td>Protocol for delegated authorisation (RFC 6749)</td>
</tr>
<tr>
<td><strong>OpenID Connect</strong></td>
<td>Concept/protocol for delegated authentication</td>
</tr>
<tr>
<td><strong>Resource Owner</strong></td>
<td>Approver. In the web environment, this can be a user that accesses its own data stored on a resource server and permits its application to do so</td>
</tr>
<tr>
<td><strong>Resource Server</strong></td>
<td>Server that provisions relevant resources</td>
</tr>
<tr>
<td><strong>SD</strong></td>
<td>Security domain</td>
</tr>
<tr>
<td><strong>SOA</strong></td>
<td>Service oriented architecture</td>
</tr>
<tr>
<td><strong>TLS</strong></td>
<td>Transportation layer security</td>
</tr>
</tbody>
</table>
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11. Technical details of the proposed solution concept

In the following sections, the concepts described above are illustrated with the aid of a demonstrator. Information on the demonstrator and source code can be obtained under an open source licence from "https://github.com/admin-shell-io".

11.1 Example of a process of authentication and authorisation

Figure 15 shows an example of an access sequence as implemented in the demonstrator. For this example, it is assumed that the user agent, e.g. an AASX explorer, initially requests a list of available Asset Administration Shells (AAS) for the user. In the example shown, this list would not be subject to any access restrictions and would therefore be provided without authentication.

When this has been done, the (AASX) file is to be downloaded from Asset Administration Shell N. However, since the User Agent at this time has either no token, or the token has expired, or is insufficient, the AAS server denies access and redirects the AAS client to the Identity Provider IP using an HTTP redirect. The AAS server provides the information that the Identity Provider uses OpenID Connect. Additional information which the Identity Provider needs in order to carry out the authentication process could be...
provided. In the example given, this is merely the URL of the Identity Provider’s intended endpoint.

The User Agent’s access to the identity provider using the supplementary information enables the Identity Provider to compile a corresponding authentication package for the User Agent that lists the supported functions and endpoints. On the basis of the OpenID Connect concept, a variety of authentication mechanisms could be supported that would have to be negotiated by a handshake. For the proposed “private_key_certchain_jwt” case, the Identity Provider lists the accepted CAs by sending their Subject Distinguished Names (DN) in much the same way Mutual TLS is implemented. The User Agent can now prompt the user to enter or approve credentials. In this example this would be the release of a certificate chain for the proposed “private_key_certchain_jwt” method and permission to use the corresponding private key to sign the token. The User Agent then sends its authentication data in the form of a “private_key_certchain_jwt” token to the Identity Provider, as specified in the solution concept. The Identity Provider verifies the token is correct, including the certificate chain it contains.

The Identity Provider now issues an access token to the User Agent which he can use as a bearer token to access the desired resource. For this purpose, the User Agent repeats the access procedure, which can now be successfully completed by downloading the AASX file. The User Agent can also use the token for access to the same API at a later date, without having to reauthenticate until either the token has expired or the rights for a specific operation require additional attributes in accordance with the access control specifications.

### 11.2 Format of a “private_key_certchain_jwt” token

For the implementation of the proposed concept, the “private_key_certchain_jwt” token must be defined as specified in Section 5.2.2. The token is based on the “private_key_jwt” token, which is supplemented by the required X.509 certificates. Since the use of certificate hierarchies of different participants is to be supported, an x5c element is included with the complete certificate chain. The certificate chain is built into the headers in accordance with the concept of a JSON Web Key (JWK), where the other elements, such as algorithm and key type, are also included, see Table 1.

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>alg</td>
<td>Algorithm used. For digitally signed JWT it should be hashed and signed like RSA signed with 256bit Hash “RS256” or EC signed with 256bit Hash “ES256”</td>
</tr>
<tr>
<td>kty</td>
<td>Key Type, here “RSA” or “EC”</td>
</tr>
<tr>
<td>use</td>
<td>Intended use of the key, here Signature (of the token) “sig”</td>
</tr>
<tr>
<td>x5c</td>
<td>[REQUIRED] Additional Element in “private_key_certchain_jwt” Array containing X.509 certificate chain in BASE64 encoded format, list starting with the certificate used to sign and ending with the root CA certificate</td>
</tr>
</tbody>
</table>

Table 1: Header of “private_key_certchain_jwt” token

---

The "client_assertion", which must be digitally signed together with the header, contains the other parameters relating to the communication partners, see Table 2.

**Table 2: Payload of "private_key_certchain_jwt"**

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>iss</td>
<td>[REQUIRED] Issuer. This must contain the client_id of the OAuth client.</td>
</tr>
<tr>
<td>sub</td>
<td>[REQUIRED] Subject. This must contain the client_id of the OAuth client.</td>
</tr>
<tr>
<td>aud</td>
<td>[REQUIRED] Audience. A value that identifies the authorization server as an intended audience. The authorization server must verify that it is an intended audience for the token. The audience should be the URL of the authorization server’s token endpoint.</td>
</tr>
<tr>
<td>jti</td>
<td>[REQUIRED] JWT ID. A unique identifier for the token, which can be used to prevent reuse of the token. These tokens must only be used once unless conditions for reuse were negotiated between the parties; any such negotiation is beyond the scope of this specification.</td>
</tr>
<tr>
<td>exp</td>
<td>[REQUIRED] Expiration time on or after which the JWT must not be accepted for processing.</td>
</tr>
<tr>
<td>iat</td>
<td>[OPTIONAL] Time at which the JWT was issued.</td>
</tr>
<tr>
<td>user</td>
<td>[OPTIONAL] Claim to be confirmed by Identity Provider (may also be learned from certificate chain included).</td>
</tr>
</tbody>
</table>

Finally, the signature is calculated in accordance with the following formula:

```
Signature=
    RSASHA256(base64UrlEncode(header) + "." + base64UrlEncode(payload), PrivateKey)
```
11. TECHNICAL DETAILS OF THE PROPOSED SOLUTION CONCEPT

11.2.1 Sample tokens

An example of a token including the header and payload elements is shown below:

```
{
   "alg": "RS256",
   "kid": "5A136803068C7CCAF232DCE3DB6FD8ADAFCE59C7",
   "x5t": "WhNoAwaMfMryMtzzj22_Yra_OWcc",
   "typ": "JWT",
   "x5c": [
   "MIIDpjCAiagAwIBAgIIMUVO//pDBFvIDQYJKoZIhvcNAQELBQAwTz
   ... DYYKkmseV80HQj",
   "MIIDkjCCAnqgAwIBAgIICmtpap3fswwDQYJKoZIhvcNAQELBQAwTz
   ... OkkOplB6G0DuAo147RT1l7pxgagjiZ/+o3Avz3i1uLz"
   ]
}
```

```
{
   "jti": "d77d180a-d6ff-4c53-bd49-ad5825a16c49",
   "sub": "client.jwt",
   "iat": 1586241438,
   "email": "aorzelski@phoenixcontact.com",
   "nbf": 1586241438,
   "exp": 1586241498,
   "iss": "client.jwt",
   "aud": "https://localhost:5001/connect/token"
}
```

(Digital signature)
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